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# Apunte sobre el uso de colecciones en Java, lambda expresiones y Streams

El objetivo de este apunte es ofrecer una primera visión sobre los temas mencionados. Está pensado como una guía introductoria para aquellos alumnos que no estén familiarizados con el uso de las colecciones en Java y presenta una variedad de ejemplos que serán útiles para el desarrollo de los ejercicios de la cursada.

## Colecciones

Java provee un framework de colecciones muy rico conformado por un conjunto de interfaces y clases que las implementan. En este apunte, solamente vamos a describir una de ellas: **ArrayList**.

Una instancia de la clase java.util.ArrayList constituye una colección lineal ordenada, que crece dinámicamente y puede contener elementos duplicados. Ofrece acceso posicional en tiempo constante. Está indexada comenzando desde cero; es decir que el primer elemento de la lista se encuentra en esa posición.

Permite agregar y eliminar elementos. Cada vez que se agrega un elemento, la lista lo ubica en la última posición; no obstante esto, pueden agregarse elementos en otras posiciones, lo cual genera el desplazamiento de una posición en sentido creciente de todos los elementos que se encuentren ubicados a partir del lugar en el que se agrega el nuevo. Pueden eliminarse elementos de cualquier posición de la lista. Cuando esto ocurre, la lista genera un desplazamiento en sentido contrario al anteriormente descrito con el fin de no dejar espacios vacíos (por supuesto que este desplazamiento no ocurre cuando se elimina el último elemento de la lista).

## 

## Definición y Creación

Java permite incluir en el tipo de las colecciones, el tipo de los elementos que estas contienen. Este tipo podrá ser una clase o una interfaz, pero no un tipo primitivo (para esto último deberían utilizarse wrappers).

Por ejemplo, un ArrayList que contendrá instancias de la clase Alumno se define y crea de la siguiente manera:

List<Alumno> alumnos = **new** ArrayList<Alumno>();

Este tipado permitirá al compilador chequear que no se agregue a la lista ningún elemento que no esté tipado con la clase Alumno o alguna de sus subclases, lo cual resulta en un uso más seguro.

Notar que en este caso, la variable se declara utilizando la interface List permitiendo desacoplar la lista de una implementación particular.

En general, el tipo de los elementos de la colección se especifica entre “<” y “>”, de la siguiente manera:

List<T> items;

en donde “T” indica el nombre de una clase o interfaz. Por lo tanto la declaración anterior indica que “items” será una instancia de ArrayList que contendrá objetos de tipo “T”.

## Protocolo de uso

Entre los mensajes más utilizados de ArrayList se encuentran los siguientes:

* **add(<T> object)**  
  Agrega el objeto “object” , de tipo “T”, a la última posición de la lista.
* **add(int index, <T> object)**  
  Agrega el objeto “object”, de tipo “T”, en la posición indexada con index (recordar que la primera posición es la cero). Si index no denota la última posición sino una intermedia, se realiza un corrimiento de los elementos existentes para hacer lugar al nuevo elemento.
* **get(int index)**  
  Devuelve el elemento que se encuentra en la posición indicada por index.  
  Esto NO elimina el elemento de la lista.
* **size()**  
  Devuelve la cantidad de elementos que contiene la lista. Este número siempre superará en uno al índice de la posición del último elemento (puesto que el índice de las listas comienza en cero).
* **contains(<T> object)**  
  Devuelve true si la lista contiene el elemento “object”, y false en caso contrario.
* **remove(int index)**  
  Elimina el elemento contenido en la posición indicada por index. Esto genera un corrimiento de los elementos ubicados en las posiciones superiores, de forma de no dejar lugar vacío.
* **clear()**  
  Elimina todos los elementos de la lista, dejándola vacía.
* **isEmpty()**  
  Devuelve true si la lista está vacía, y false en caso contrario.

## Expresiones Lambda

A partir de Java 8, se incorporó el soporte a expresiones lambda. Las expresiones lambda son **funciones anónimas** que no pertenecen a ninguna clase y son utilizadas porque necesitamos utilizar una funcionalidad una única vez. Normalmente, creamos expresiones lambda con el mero propósito de **enviarla como parámetro** a una función de alto orden (se entiende como función de alto orden a una función que recibe como parámetro a otra función).

El potencial de las expresiones lambda es enorme, y se utiliza en distintos escenarios a lo largo de una aplicación.

La sintaxis de una expresión lambda es:

(parámetros, separados, por, coma) -> { cuerpo lambda }

1. El operador lambda (->) separa la declaración de parámetros de la declaración del cuerpo de la función.
2. Parámetros:
   * Cuando se tiene un solo parámetro no es necesario utilizar los paréntesis.
   * Cuando no se tienen parámetros, o cuando se tienen dos o más, es necesario utilizar paréntesis. Si hay más de un parámetro, es necesario separarlos con coma.
3. Cuerpo de lambda:
   * Si el cuerpo de la expresión lambda tiene una única línea no es necesario utilizar las llaves y no necesitan especificar la cláusula return en el caso que retorne algún valor.
   * Si el cuerpo de la expresión lambda tiene más de una línea es necesario utilizar las llaves y es necesario incluir la cláusula return en el caso que retorne algún valor .

## 

## API Stream

Streams es una API de Java que nos va a facilitar el manejo de colecciones. Esto nos permite hacer operaciones como buscar, filtrar, sumar elementos de una colección de una forma sencilla. La API Stream define una amplia variedad de operaciones con la intención de permitir su encadenamiento, de la siguiente forma.
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fuente

operaciones operación

intermedias terminal

En la figura anterior puede verse un ejemplo de su uso. A partir de la fuente, en nuestro caso será una colección, se aplicarán una serie de operaciones para obtener el resultado deseado. Vamos a utilizar streams junto con las expresiones lambda para operar con las colecciones de objetos.

Las operaciones definidas en la API se pueden clasificar en **dos categorías**: operaciones intermedias y operaciones terminales. Las **operaciones intermedias** retornan un stream para permitir el encadenamiento con otras operaciones. Las **operaciones terminales** permiten retornar un tipo diferente a Stream, como una Lista, un Integer o void.

*Nota: si no se quiere retornar un stream, siempre se debe utilizar una operación terminal.*

## Solución tradicional vs solución utilizando streams y lambdas

Por ejemplo, si quisiéramos obtener los alumnos inscriptos a partir del 2020.

##### Solución tradicional:

List<Alumno> alumnosInscriptosDespues2020 = **new** ArrayList<Alumno>();

**for**(Alumno **alumno:** alumnos){

**if**(alumno.getAñoIngreso() > **2020**){

alumnosInscriptosDespues2020.add(alumno);

}

}

##### 

##### Solución con Streams y expresiones lambda:

List<Alumno> alumnosInscriptosDespues2020 = alumnos.stream()

.filter(alumno -> alumno.getAñoIngreso() > **2020**)

.collect(Collectors.toList());

En este apunte se presentan ejemplos de las operaciones de Streams indicadas en las siguientes tablas. Podrá ver cómo ordenar una colección, sumarla, encontrar el objeto que maximiza o minimiza un criterio, encontrar el primer objeto que cumple con un predicado, calcular el promedio de una colección, filtrar una colección o ejecutar una misma operación para cada uno de los objetos de la colección.

| Operaciones intermedias |  | Operaciones terminales |
| --- | --- | --- |
| filter |  | count | sum |
| map |  | average |
| limit |  | findAny | findFirst |
| sorted |  | collect |
|  |  | anyMatch | allMatch | noneMatch |
|  |  | min | max |

## 

**Ejemplos prácticos:**

Vamos a ver en detalle algunas de las operaciones de Streams siguiendo un ejemplo. Se define la clase Alumno donde cada alumno conocerá los exámenes que ha rendido.

![](data:image/png;base64,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)

Estos primeros cinco ejemplos son sobre las operaciones intermedias. Notar que siempre se aplica la operación terminal collect, solamente para dejar funcionando el ejemplo, pero podría aplicarse otra operación intermedia y luego la operación final.

**filter**

Permite filtrar los elementos de un stream según el predicado que recibe como parámetro.

Por ejemplo, queremos la lista de los alumnos que ingresaron en un año en particular

List<Alumno> **ingresantesEnAnio2020** = alumnos.stream()

.filter(alumno -> alumno.getAnioIngreso() == 2020)

.collect(Collectors.toList());

**map | mapToDouble | mapToInt**

Genera un stream, de igual longitud que el original, reemplazando cada elemento con el resultado de aplicar la función que recibe como parámetro sobre cada elemento del stream original.

Ejemplo: se quiere obtener la lista de los nombres de los alumnos.

List<String> **nombresDeAlumnos** = alumnos.stream()

.map(alumno -> alumno.getNombre())

.collect(Collectors.toList());

Cuando trabajamos con tipos primitivos debemos considerarlo de la siguiente manera:

examenes.stream()

.mapToInt(examen -> examen.getNota())

examenes.stream()

.mapToDouble(alumno -> alumno.getPromedio())

**limit**

Trunca el stream dejando los primeros elementos.

Ejemplo: se quiere una cantidad fija de los alumnos

List<Alumno> **primeros3alumnos** = alumnos.stream()

.limit(cantidad)

.collect(Collectors.toList());

**sorted**

Genera un stream con los elementos ordenados.

Ejemplo: se quieren ordenar los alumnos por promedio en forma descendente.

List<Alumno> **alumnosOrdenadosPorPromedioDesc =** alumnos.stream()

.sorted((a1, a2)->Double.compare(a2.getPromedio(), a1.getPromedio()))

.collect(Collectors.toList());

**count**

Retorna la cantidad de elementos en el stream. El tipo de retorno es long. Debe hacerse la conversión a int de ser necesario.

Por ejemplo: se quiere obtener la cantidad de alumnos con un promedio mayor a cierta nota.

**int** **cantidadDeAlumnosConPromediosMayorA7 =** (**int**) alumnos.stream()

.filter(alumno-> alumno.getPromedio() >= 7 )

.count();

**sum**

Retorna un número que es la suma de los elementos del stream. Este debe contener números (DoubleStream, IntStream...)

Ejemplo: se quiere retornar la cantidad de exámenes tomados en un año dado

**int** **totalExamenesTomadosEn2020** = alumnos.stream()

.mapToInt(alumno -> alumno.cantidadExamenesRendidos(2020))

.sum();

}

**average**

Retorna un Optional con el promedio de los elementos de un stream. El objeto Optional no tiene valor si el Stream está vacío. El stream debe ser de números (DoubleStream, IntStream...).

Por ejemplo: se quiere obtener el promedio de un alumno

**double** **getPromedio =** examenes.stream()

.mapToDouble(e -> e.getNota())

.average().orElse(**0**);

}

**findFirst | findAny**

Retorna un Optional con alguno de los elementos de un stream. Hay que manejar el caso de que la lista esté vacía.

Por ejemplo: se quiere obtener el primer alumno cuyo nombre comience con una letra.

Alumno **primerAlumnoConLetraM** = alumnos.stream()

.filter(alumno -> alumno.getNombre().startsWith(“M”))

.findFirst().orElse(**null**);

**collect**

Lo utilizaremos para convertir los elementos de un stream en una lista. Ya vimos varios ejemplos en los casos de las operaciones intermedias.

**max | min**

Retorna un Optional con el elemento máximo del stream de acuerdo al comparador indicado como parámetro. Retornará null si no hay elementos en la variable alumnos.

Alumno **mejorPromedio =** alumnos.stream()

.max((a1, a2)->Double.compare(a1.getPromedio(), a2.getPromedio())).orElse(**null**);

## Ejemplos Ejecutables en Java

Para poder observar el funcionamiento concreto de todo lo descripto hasta aquí, se proveen ejemplos ejecutables en Java. Para permitirle a usted no sólo observar la ejecución de estas operaciones, sino proveerle una base que le posibilite experimentar otras operaciones y escenarios, los ejemplos se han implementado en forma de Tests de Unidad. En sus pruebas ud podrá generar nuevos tests o modificar los existentes. Por ejemplo: ¿qué ocurre si intento obtener un elemento de una posición mayor a la última?, o ¿qué ocurre si intento agregar un elemento en una posición mayor a la última?

El código Java entregado tiene tres clases:

Alumno: es una clase cuyas instancias se utilizarán como elementos de la lista.

Examen: Cada alumno tiene asociado los exámenes que ha rendido.

CollectionTest: es la clase que define los Tests de Unidad. Para esto define un escenario básico de prueba (en el método setUp()) que se utilizará para todos los tests, y un conjunto de tests que ejecuta distintas operaciones de la lista y se asegura que los resultados sean los esperados.  
Tanto en el método setUp() como en los métodos de tests se podrá observar el funcionamiento de la lista descripto anteriormente.

El código con el proyecto Maven con los ejemplos puede descargarlo desde [AQUÍ](https://drive.google.com/file/d/1Ky7znWQzVHCkVJkd67HBclXT-eCK5km8/view?usp=sharing).